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Motivation

The goal of the internship is to infer sufficient preconditions on the numeric variables of a program
using an under-approximating backward abstract interpretation.

The theory of abstract interpretation allows the design of effective and efficient static analyzers
able to compute approximations of program semantics. However, the overwhelming majority of
analyzers compute over-approximations of the set of possible behaviors of a program: either
forward (to compute an over-approximation of the states reachable from a given set of initial
states), or backward (to refine the result of a forward analysis or to infer necessary conditions
to reach a given set of final states). For instance, the numeric abstract domains (intervals,
polyhedra, etc.) seen in the course are all over-approximating. Under-approximation in infinite-
size abstract domains remains an under-explored area of abstract interpretation, with few articles
(one being the preliminary work presented in [1]).

Propagating under-approximated semantic properties backward makes it possible to infer
sufficient conditions, i.e., conditions on the initial states of the program so that all executions
reach a given set of final states. There are numerous applications to sufficient conditions and we
mention a few of them. Firstly, the inference of counter-examples, that is, of sequences of inputs
that cause the program to always fail [3]. This should allow the automatic discovery of definitive
bugs and exploits in programs. Secondly, the inference of procedure contracts [2], that is, of
sufficient assertions to insert at the beginning of a procedure to ensure that its execution will
never fail, with application to the automatic annotation and documentation of libraries. Thirdly,
the design of smarter optimizing compilers. For instance, by inferring sufficient conditions such
that all the array bound checks in a loop are correct, one can design a faster, check-free version
of the loop and insert a dynamic test in the generated code that branches to this fast version
when the condition holds, and reverts to the slow loop otherwise.
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Expected work

The intern will focus primarily on numeric abstractions as these are well-understood and feature
a rich collection of existing abstract domains (such as intervals, octagons, or polyhedra) with
over-approximating operators. He will thus design under-approximating backward operators
for these existing domains. One possible basis of work is [1]. Extensions include the design
of new numeric abstract domains that may be better suited to represent under-approximated
properties, the adaptation to under-approximations of generic abstract domain functors (such as
partitioning, products, completions), and the design of domains for non-numeric properties.

Each proposed domain and operator shall be proved correct, and motivated by its usefulness
analyzing interesting properties of actual program fragments and by its tractable complexity.
While not required, implementing and evaluating the domains experimentally would be a plus.
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